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##install.packages("gam") which has the Kyphosis dataset  
library(gam)

## Loading required package: splines

## Loading required package: foreach

## Loaded gam 1.14

## Load data-set Kyphosis  
data("kyphosis")  
summary(kyphosis)

## Kyphosis Age Number Start   
## absent :64 Min. : 1.00 Min. : 2.000 Min. : 1.00   
## present:17 1st Qu.: 26.00 1st Qu.: 3.000 1st Qu.: 9.00   
## Median : 87.00 Median : 4.000 Median :13.00   
## Mean : 83.65 Mean : 4.049 Mean :11.49   
## 3rd Qu.:130.00 3rd Qu.: 5.000 3rd Qu.:16.00   
## Max. :206.00 Max. :10.000 Max. :18.00

## k-NN for Kyphosis dataset  
source('knn\_functions1.R')  
  
m <- avgTrnTst(kyphosis, 0.8, 1)  
dim(m)

## [1] 60 3

plotFn(m, 'Training and Testing Accuracy for k-NN of Iris data-set')
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## Decision Tree for Kyphosis dataset  
library(rpart)

##   
## Attaching package: 'rpart'

## The following object is masked \_by\_ '.GlobalEnv':  
##   
## kyphosis

library(rpart.plot)  
  
v <- kyphosis$Kyphosis  
  
table(v)

## v  
## absent present   
## 64 17

set.seed(522)  
  
kyphosis[, 'train'] <- ifelse(runif(nrow(kyphosis)) < 0.75, 1, 0)  
  
trainSet <- kyphosis[kyphosis$train == 1,]  
testSet <- kyphosis[kyphosis$train == 0, ]  
  
trainColNum <- grep('train', names(trainSet))  
  
trainSet <- trainSet[, -trainColNum]  
testSet <- testSet[, -trainColNum]  
  
treeFit <- rpart(Kyphosis~.,data=trainSet,method = 'class')  
print(treeFit)

## n= 60   
##   
## node), split, n, loss, yval, (yprob)  
## \* denotes terminal node  
##   
## 1) root 60 10 absent (0.83333333 0.16666667)   
## 2) Start>=8.5 47 3 absent (0.93617021 0.06382979) \*  
## 3) Start< 8.5 13 6 present (0.46153846 0.53846154) \*

rpart.plot(treeFit, box.col=c("red", "green"))  
  
Prediction1 <- predict(treeFit,newdata=testSet[-15],type = 'class')  
  
library(caret)

## Loading required package: lattice

## Loading required package: ggplot2

![](data:image/png;base64,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)

confusionMatrix(Prediction1,testSet$Kyphosis)

## Confusion Matrix and Statistics  
##   
## Reference  
## Prediction absent present  
## absent 12 3  
## present 2 4  
##   
## Accuracy : 0.7619   
## 95% CI : (0.5283, 0.9178)  
## No Information Rate : 0.6667   
## P-Value [Acc > NIR] : 0.2486   
##   
## Kappa : 0.4444   
## Mcnemar's Test P-Value : 1.0000   
##   
## Sensitivity : 0.8571   
## Specificity : 0.5714   
## Pos Pred Value : 0.8000   
## Neg Pred Value : 0.6667   
## Prevalence : 0.6667   
## Detection Rate : 0.5714   
## Detection Prevalence : 0.7143   
## Balanced Accuracy : 0.7143   
##   
## 'Positive' Class : absent   
##

## As tree length is just one, so no pruning required for Kyphosis data-set

#### knn\_function.R file contents

# 'caTools' package provides us with functions to split dataset uniformly to test and training  
library(caTools)  
  
# Load library 'class' that has the knn() function  
library(class)  
  
# Function to split the dataset randomly  
splitFile <- function(dataset, trProp, classColPos) {  
 # split the dataset  
 sample = sample.split(iris[, classColPos], SplitRatio = trProp)  
   
 # create training and testing dataset  
 train = subset(iris, sample == TRUE)  
 test = subset(iris, sample == FALSE)  
   
 # save the target labels and remove from the train and test dataset  
 trainLabels <- train[, classColPos]  
 testLabels <- test[, classColPos]  
 train <- train[, -classColPos]  
 test <- test[, -classColPos]  
   
 # Nomalize function  
 normalize <- function(x) {  
 return( (x-min(x))/(max(x)-min(x)))  
 }  
 train  
 test  
 # Normalize test and training dataset  
 gtrn <- as.data.frame(lapply(train, normalize))  
 gtsn <- as.data.frame(lapply(test, normalize))  
   
 return(list(trn=gtrn, trL=trainLabels, val=gtsn, tsL=testLabels))  
}  
  
# Function to plot graph  
plotFn <- function(dataSet, graphTitle = '', ylimLo=0) {  
 plot(dataSet[, 1], dataSet[, 2], main = graphTitle, xlab = 'k Nearest Neighbours',  
 ylab = 'Accuracy', ylim = c(ylimLo, 1), type = 'o', col = 'red')  
 lines(dataSet[, 1], dataSet[, 3], type = 'o', col = 'blue')  
 legend(26, 0.6, legend=c("Training Accuracy", "Testing Accuracy"),  
 col=c("red", "blue"), lty=1:2, cex=1.4)  
}  
  
  
# Function to use k-NN and return training and testing results  
train\_test <- function(trainData,trainLabels,testData,testLabels) {  
 train <- c()  
 test <- c()  
 for (k in 1:40) {  
 knntr <- knn(trainData, trainData, trainLabels, k=k)  
 knnts <- knn(trainData, testData, trainLabels, k=k)  
 trTable <- table(knntr, trainLabels)  
 tsTable <- table(knnts, testLabels)  
 trTable <- prop.table(trTable)  
 tsTable <- prop.table(tsTable)  
 trainAccuracy <- sum(trTable[1,1], trTable[2,2], trTable[3,3])/sum(trTable)  
 testAccuracy <- sum(tsTable[1,1], tsTable[2,2], trTable[3,3])/sum(tsTable)  
 train <- c(train, trainAccuracy)  
 test <- c(test, testAccuracy)  
 }  
 acc <- data.frame('k' = 1:40, 'trAc' = train, 'tsAc' = test)  
 return(acc = acc)  
}  
  
# Single function to split data and then call train\_test function  
avgTrnTst <- function(dataset, trProp, classColPos) {  
 for (i in 1:30) {  
 a <- splitFile(dataset, trProp, classColPos)  
 b <- train\_test(a$trn, a$trL, a$val, a$tsL)  
 if (i==1) acd <- b  
 else acd <- rbind(acd, b)  
 }  
 library(plyr)  
   
 a1 <- ddply(acd,.(k), summarize, meanV = mean(trAc))  
 a2 <- ddply(acd,.(k), summarize, meanV = mean(tsAc))  
 m <- merge(a1,a2,by='k')  
   
 return(m)  
}